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# OVERVIEW

Traditional data access techniques, such as driver installation was identified earlier as not good design aspects since it coupled on a specific hardware platform, a specific operating system, a specific interface model, a specific programming language, and a specific match between versions of client and server components. Based on the decoupling design goals, specifications such as XMLA for Analysis (XMLA) was introduced for the communication purposes of Online Analytical Processing (OLAP) data cubes. Even though we evade from the tightly coupled driver components still big data analytics suffers from ad-hoc query structures and communication models, coupling query model for a specific data store.

JQA is a simple and light-weight JSON API, designed specifically for standardizing the data analytical interaction between a client application and the data store. It provides universal data access to any data store that supports JQA communication model.

The final goal of the JQA specification is to define standards to provide reliable data access to any client applications regardless of the underlying dependencies such as device, OS or the hardware architecture and without a change to the communication model. This specification primarily defines three methods, Meta, Query, and Custom, which define JSON request and response for data access and analyze. JQA specification is built upon the open Internet standards of HTTP and JSON and is not bound to any specific language or technology.

## AUDIENCE

This specification targets application developers and assumes the followings:

* Knowledge of JavaScript
* Knowledge of JSON
* Understanding of data analytics and query languages
* Related concepts of relational and big data stores
* Basic knowledge of front-end widgets, dashboards and BI suits

## DESIGN GOALS

The primary design goals of this specification include the followings:

* Provide a standard data access and analytical API to data stores so same query can be executed in any data store
* Enforce Reusability in front widgets, dashboards and queries
* Simplify the query model so users can easily develop a query model with minimum effort
* Support technologically independent implementations using any tool, programming language, technology, hardware platform, or device
* Usage of open Internet standards, such as JSON and HTTP
* Use the power of free and open source community for growth and popularity
* Work efficiently with standard data stores supporting full functionality

## DESIGN SUMMARY

The design centers around a JSON-based communication API, called JSON Queries for Analysis, which defines how the request and responses should be handled using JSON structures.

![D:\MSC\MSC Research\untitled_page.png](data:image/png;base64,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)

Figure 1: High-level Overview

High-level architecture of JQA would be typical client-server model. The client implements the JQA query generator in on its business layer based on data representation layer widget’s interactions and events (pie chart, bar chart etc...). Then JQA queries will be delivered as JSON HTTP request to the server.

Once the server received the request, it extracts the query and passes it to data store provider. Data store provider parses the query and generates raw commands to execute on the data store to get the result. The result should be transformed back to satisfy the JQA specification and passed back to the client as JSON response. The client then validates and render the data based on the front end visualization widget.

# JSON QUERIES FOR ANALYSIS

## METHODS

JQA specification mainly structured into three methods, Meta, Query, and Custom.

### META

Meta section is used whenever a client needs to get the Meta information about the data store such as data source information, schema details and etc... Meta section acts as a get API in JQA, which means clients only can retrieve the information using this method and cannot pass an update to the data store. The current version of JQA specification supports following methods under Meta section.

* **STORE**
* **DATASOURCE**
* **CATALOG**
* **SCHEMA**

General Syntax for Meta API is

*{*

*"meta": {*

*"<META FUNCTION>": {}*

*}*

*}*

#### STORE

Store method is used to get the information about underlying data store.

*{*

*"meta": {*

*"store": {}*

*}*

*}*

The response returns the data store name and version.

*{*

*"result": {*

*"store": {*

*"store": "<STORE NAME>",*

*"version": "<VERSION INFOTMATION>"*

*}*

*}*

*}*

#### CATALOG

Catalog refers to the logical categorization of stored data. This is somewhat similar to a database in the relational database context.

*{*

*"meta": {*

*"catalog": {}*

*}*

*}*

The response list all available catalog names in the data store.

*{*

*"result": {*

*"catalog": ["<CATALOG NAME>"]*

*}*

*}*

#### DATASOURCE

Data source is the logical grouping of data witlings a catalog. This is similar to a table in relational databases.

Datasource methods take the CATALOG as a parameter and list all available data sources within given catalog.

*{*

*"meta": {*

*"datasource": {*

*"catalog": "<CATALOG NAME>"*

*}*

*}*

*}*

*{*

*"result": {*

*"datasource": ["<DATASOURCE NAME>"]*

*}*

*}*

#### SCHEMA

Schema normally defines as the structure how data stored. Normally it contains the column names and the data types for respective columns. To get the schema information schema method must be requested with a data source parameter.

*{*

*"meta": {*

*"schema": {*

*"catalog": "<CATALOG NAME>",*

*"datasource": "<DATASOURCE NAME>"*

*}*

*}*

*}*

*{*

*"result": {*

*"schema": [{*

*"field": "<COLUMN NAME>",*

*"datatype": "<DATATYPE>"*

*}]*

*}*

*}*

### QUERY

Query API provides a simple and powerful way to access and perform the analytics on the data store. Query API mainly divided into four sections, SEARCH, AGGREGATION, FILTER and OPTION.

Query API should always follow with the STORE parameter that specifies Catalog and the Datasource which Query should apply.

*{*

*"query": {*

*"search | aggregation | filter | option": {*

*"<QUERY FUNCTION>": {}*

*}*

*},*

*"store": {*

*"catalog": "<CATALOG NAME>",*

*"datasource": "<DATASOURCE NAME>"*

*}*

*}*

#### SEARCH

Search API is responsible for getting none analytical result such as select all or specific column.

General syntax for search function is

*{*

*"query": {*

*"search": {*

*"<SEARCH FUNCTION>": {}*

*}*

*}*

*}*

The current version of JQA supports following methods under SEARCH API.

##### LIST

List method simply selects all the columns and respective values for the client, if the column values are passed to the method it will only list the given columns otherwise act as select all in normal SQL context.

List all syntax defined as below,

*{*

*"query": {*

*"search": {*

*"list": {}*

*}*

*}*

*}*

Query to List set of fields

*{*

*"query": {*

*"search": {*

*"list": {*

*"fields": ["<FIELD NAME>","<FIELD NAME>”]*

*}*

*}*

*}*

*}*

##### TOP\_LIST

When you want to list only the top most records, TOP\_LIST method is used. Top parameter decides how many records to be returned in the result.

*{*

*"query": {*

*"search": {*

*"top\_list": {*

*"fields": ["<FIELD NAME>", "<FIELD NAME>"],*

*"top": "<NUMBER OF RECORDS>"*

*}*

*}*

*}*

*}*

#### AGGREGATION

Aggregation API supports standards analytical functionalities such as COUNT, SUM, and AVG.

Current version of JQA supports following methods under AGGREGATION API. General syntax for the aggregation is below,

*{*

*"query": {*

*"aggregation": {*

*"function": "<AGGREGATION FUNTION>",*

*"field": "<FIELD NAME>",*

*"grouping": "<FIELD NAME>",*

*"having": {*

*"aggregation": {*

*"function": "<AGGREGATION FUNTION>",*

*"field": "<FIELD NAME>",*

*"filters": "<FIELD NAME>"*

*}*

*}*

*}*

*}*

*}*

* **COUNT**
* **COUNT\_D**
* **SUM**
* **AVG**
* **MIN**
* **MAX**

##### COUNT

The count is the standard mathematical count function it counts the occurrence of given columns and returns the result as the scalar value. Count method takes the column or list of columns as the parameter.

*{*

*"query": {*

*"aggregation": {*

*"function": "count",*

*"field": "<FIELD NAME>"*

*}*

*}*

*}*

Default response for an aggregation functions is a single value as below,

{

"result": {

"aggregation": {

"value": "<VALUE>"

}

}

}

##### COUNT\_D

COUNT\_D act same as COUNT function but it only counts the distinct values.

*{*

*"query": {*

*"aggregation": {*

*"function": "count\_d",*

*"field": "<FIELD NAME>"*

*}*

*}*

*}*

##### SUM

Sum up the given column values and provide a scalar value as the response.

*{*

*"query": {*

*"aggregation": {*

*"function": "sum”,*

*"field": "<FIELD NAME>"*

*}*

*}*

*}*

##### AVG

Average across all the values in given column.

*{*

*"query": {*

*"aggregation": {*

*"function": "avg",*

*"field": "<FIELD NAME>"*

*}*

*}*

*}*

##### MIN

Standard Min function to get the minimum value of the given column.

*{*

*"query": {*

*"aggregation": {*

*"function": "min",*

*"field": "<FIELD NAME>"*

*}*

*}*

*}*

##### MAX

Standard Max function to get the maximum value of the given column.

*{*

*"query": {*

*"aggregation": {*

*"function": "max",*

*"field": "<FIELD NAME>"*

*}*

*}*

*}*

#### FILTER

This section defines the filtering criteria for the query, SEARCH or the AGGREGATIONS should be applied top of these filters.

Current filter method supports basic boolean algebra expressions and comparison operators such as AND, &, OR, ||, =, >, <, >=, <=, !=. Filters can be nested inside filters to make complex filtering criteria.

The basic filter contains the column name, operator and a value to filter.

*{*

*"query": {*

*"filters": {*

*"filter": {*

*"field": "<FIELD NAME>",*

*"operator": "<OPERATOR>",*

*"filter\_value": "<FILTER VALUE>",*

*"condition": "<CONDITION>",*

*"filter": {…}*

*}*

*}*

*}*

*}*

#### OPTIONS

Options section allows users to set additional parameters that manipulate the query response. We have following methods under the soptions.

##### SORT

Typical sorting function to sort the result based on columns. It allows adding one or more sorts of specific fields. Basic sort takes column name and direction, ASC or DSC as a parameter.

*{*

*"query": {*

*"options": {*

*"sort": {*

*"fields": ["<FIELD NAME>"],*

*"order": "<ORDER>"*

*}*

*}*

*}*

*}*

##### PAGE

Pagination of results can be done by using the PAGE\_SIZE and PAGE\_NUM parameters. PAGE\_NUM represent the page number and PAGE\_SIZE is the record size on one page.

*{*

*query": {*

*"options": {*

*"page": {*

*"page size": "<SIZE>",*

*"page\_num": "<PAGE\_NUMBER>"*

*}*

*}*

*}*

*}*

##### STAT

Stat field determines whether stats information re included with each query response, If the client wants to get the stats information about the query been executed, STAT field should be set to TRUE specifically.

*{*

*"query": {*

*"options": {*

*"stat": "<TRUE| FALSE>"*

*}*

*}*

*}*

If stats is set to true, then response include the following, additional to the normal query result,

* Number of records processed
* Time take to execute the query
* Query information

*{*

*"result": {*

*"stat": {*

*"<QUERY TYPE>": {*

*"function": "<FUNCTION NAME>",*

*"field": "<FIELD NAME>",*

*"value": "<VALUE>"*

*},*

*"record\_count": "<NUMBER OF RECORDS>",*

*"time": "<TIME TAKE TO EXECUTE THE QUERY >"*

*}*

*}*

*}*

### CUSTOM

Custom section is provided to support the customization out of the defined JQA structure. This can be used to support any arbitrary options, query or R&D level features. TYPE determine the specific categorization of customization and VALUE can be any string that supports that categorization.

{

"custom": {

"type": "<TYPE>",

"value": "<VALUE>"

}

}

## DATA TYPES USED IN XML FOR ANALYSIS

Bool

The Boolean type uses the standard JSON Boolean data type.

Decimal

The Decimal type noted uses the standard JSON decimal data type.

Integer

The Integer type noted in this document refers to the standard JSON int data type.

Text

The String type corresponds to the standard JSON string data type.

## ERROR HANDLING IN JQA

Errors are handled differently, depending on their type. The following types of errors can occur:

* Failure to execute a method call
* Success in executing a method call, but with errors or warnings
* Success in executing a method call, but errors within the result set
* The method call itself did not fail, but a server failure occurred after the method call succeeded.

The format of the general error message as follows.

*{*

*"result": {*

*"<WARNING | ERROR>": {*

*"code": "<CODE>",*

*"description": "<DESCRIPTION>",*

*"message": "<MESAAGE | STACK TRACE | EXCEPTION>"*

*}*

*}*

*}*

The client has the responsibility to handle the error messages returned by the server.

# APPENDIX

## METHODS

Under appendix, sample queries and expected responses are provided for user convenience. All the examples are based on Druid 0.10.1 wikiticker dataset that contains Wikipedia article related data.

### META

* **Datasource**
* **Catalog**
* **Schema**

#### STORE

Request

*{*

*"meta": {*

*"store": {}*

*}*

*}*

Response

*{*

*"result": {*

*"store": {*

*"store": "Druid",*

*"version": "0.10.1"*

*}*

*}*

*}*

#### CATALOG

Request

*{*

*"meta": {*

*"catalog": {}*

*}*

*}*

Response

*{*

*"result": {*

*"catalog": ["wikiticker"]*

*}*

*}*

#### DATASOURCE

Request

*{*

*"meta": {*

*"datasource": {*

*"catalog": "wikiticker"*

*}*

*}*

*}*

Response

*{*

*"result": {*

*"datasource": ["wikipedia"]*

*}*

*}*

#### SCHEMA

Request

*{*

*"meta": {*

*"schema": {*

*"catalog": "wikiticker",*

*"datasource": "wikipedia"*

*}*

*}*

*}*

Response

*{*

*"result": {*

*"schema": [{*

*"field": "time",*

*"datatype": "datetime"*

*}, {*

*"field": "channel",*

*"datatype": "text"*

*}, {*

*"field": "cityname",*

*"datatype": "text"*

*}, {*

*"field": "comment",*

*"datatype": "text"*

*}, {*

*"field": "countryisocode",*

*"datatype": "text"*

*}, {*

*"field": "countryname",*

*"datatype": "text"*

*}, {*

*"field": "isanonymous",*

*"datatype": "bool"*

*}, {*

*"field": "isminor",*

*"datatype": "bool"*

*}, {*

*"field": "isnew",*

*"datatype": "bool"*

*}, {*

*"field": "isrobot",*

*"datatype": "bool"*

*}, {*

*"field": "isunpatrolled",*

*"datatype": "bool"*

*}, {*

*"field": "metrocode",*

*"datatype": "int"*

*}, {*

*"field": "namespace",*

*"datatype": "text"*

*}, {*

*"field": "page",*

*"datatype": "text"*

*}, {*

*"field": "regionisocode",*

*"datatype": "int"*

*}, {*

*"field": "regionname",*

*"datatype": "text"*

*}, {*

*"field": "user",*

*"datatype": "text"*

*}, {*

*"field": "delta",*

*"datatype": "int"*

*}, {*

*"field": "added",*

*"datatype": "int"*

*}, {*

*"field": "deleted",*

*"datatype": "int"*

*}]*

*}*

*}*

### QUERY

#### SEARCH

##### LIST

Request

*{*

*"query": {*

*"search": {*

*"list": {}*

*}*

*}* *,*

*"store": {*

*"catalog": "wikiticker",*

*"datasource": "wikipedia"*

*}*

*}*

Response (Truncated for brevity)

*{*

*"result": {*

*"search": [{*

*"time": "2015-09-12T00:46:58.771Z",*

*"channel": "#en.wikipedia",*

*"cityName": null,*

*"comment": "added project",*

*"countryIsoCode": null,*

*"countryName": null,*

*"isAnonymous": false,*

*"isMinor": false,*

*"isNew": false,*

*"isRobot": false,*

*"isUnpatrolled": false,*

*"metroCode": null,*

*"namespace": "Talk",*

*"page": "Talk:Oswald Tilghman",*

*"regionIsoCode": null,*

*"regionName": null,*

*"user": "GELongstreet",*

*"delta": 36,*

*"added": 36,*

*"deleted": 0*

*}, {*

*"time": "2015-09-12T00:47:00.496Z",*

*"channel": "#ca.wikipedia",*

*"cityName": null,*

*"comment": "Robot inserta {{Commonscat}} que enllaça amb [[commons:category:Rallicula]]",*

*"countryIsoCode": null,*

*"countryName": null,*

*"isAnonymous": false,*

*"isMinor": true,*

*"isNew": false,*

*"isRobot": true,*

*"isUnpatrolled": false,*

*"metroCode": null,*

*"namespace": "Main",*

*"page": "Rallicula",*

*"regionIsoCode": null,*

*"regionName": null,*

*"user": "PereBot",*

*"delta": 17,*

*"added": 17,*

*"deleted": 0*

*}, {*

*"time": "2015-09-12T00:47:05.474Z",*

*"channel": "#en.wikipedia",*

*"cityName": "Auburn",*

*"comment": "/\* Status of peremptory norms under international law \*/ fixed spelling of 'Wimbledon'",*

*"countryIsoCode": "AU",*

*"countryName": "Australia",*

*"isAnonymous": true,*

*"isMinor": false,*

*"isNew": false,*

*"isRobot": false,*

*"isUnpatrolled": false,*

*"metroCode": null,*

*"namespace": "Main",*

*"page": "Peremptory norm",*

*"regionIsoCode": "NSW",*

*"regionName": "New South Wales",*

*"user": "60.225.66.142",*

*"delta": 0,*

*"added": 0,*

*"deleted": 0*

*}, {*

*"time": "2015-09-12T00:47:08.770Z",*

*"channel": "#vi.wikipedia",*

*"cityName": null,*

*"comment": "fix Lỗi CS1: ngày tháng",*

*"countryIsoCode": null,*

*"countryName": null,*

*"isAnonymous": false,*

*"isMinor": true,*

*"isNew": false,*

*"isRobot": true,*

*"isUnpatrolled": false,*

*"metroCode": null,*

*"namespace": "Main",*

*"page": "Apamea abruzzorum",*

*"regionIsoCode": null,*

*"regionName": null,*

*"user": "Cheers!-bot",*

*"delta": 18,*

*"added": 18,*

*"deleted": 0*

*}, …]*

*}*

*}*

Query to List set of fields

*{*

*"query": {*

*"search": {*

*"list": {*

*"fields": ["time", "channel", "comment"]*

*}*

*}*

*}* *,*

*"store": {*

*"catalog": "wikiticker",*

*"datasource": "wikipedia"*

*}*

*}*

Response (Truncated for brevity)

*{*

*"result": {*

*"search": [{*

*"time": "2015-09-12T00:46:58.771Z",*

*"channel": "#en.wikipedia",*

*"comment": "added project"*

*}, {*

*"time": "2015-09-12T00:47:00.496Z",*

*"channel": "#ca.wikipedia",*

*"comment": "Robot inserta {{Commonscat}} que enllaça amb [[commons:category:Rallicula]]"*

*}, {*

*"time": "2015-09-12T00:47:05.474Z",*

*"channel": "#en.wikipedia",*

*"comment": "/\* Status of peremptory norms under international law \*/ fixed spelling of 'Wimbledon'"*

*}, {*

*"time": "2015-09-12T00:47:08.770Z",*

*"channel": "#vi.wikipedia",*

*"comment": "fix Lỗi CS1: ngày tháng"*

*}, …]*

*}*

*}*

##### TOP

Request to retrieve the top 1 record

*{*

*"query": {*

*"search": {*

*"list": {*

*"top": 1*

*}*

*}*

*}* *,*

*"store": {*

*"catalog": "wikiticker",*

*"datasource": "wikipedia"*

*}*

*}*

Response

*{*

*"result": {*

*"search": [{*

*"time": "2015-09-12T00:46:58.771Z",*

*"channel": "#en.wikipedia",*

*"cityName": null,*

*"comment": "added project",*

*"countryIsoCode": null,*

*"countryName": null,*

*"isAnonymous": false,*

*"isMinor": false,*

*"isNew": false,*

*"isRobot": false,*

*"isUnpatrolled": false,*

*"metroCode": null,*

*"namespace": "Talk",*

*"page": "Talk:Oswald Tilghman",*

*"regionIsoCode": null,*

*"regionName": null,*

*"user": "GELongstreet",*

*"delta": 36,*

*"added": 36,*

*"deleted": 0*

*}]*

*}*

*}*

Request to terive top 3 commnets

*{*

*"query": {*

*"search": {*

*"list": {*

*"fields": ["comment"],*

*"top": 3*

*}*

*}*

*}* *,*

*"store": {*

*"catalog": "wikiticker",*

*"datasource": "wikipedia"*

*}*

*}*

Response

*{*

*"result": {*

*"search": [{*

*"comment": "added project"*

*}, {*

*"comment": "Robot inserta {{Commonscat}} que enllaça amb [[commons:category:Rallicula]]"*

*}, {*

*"comment": "/\* Status of peremptory norms under international law \*/ fixed spelling of 'Wimbledon'"*

*}]*

*}*

*}*

#### AGGREGATION

General syntax for the aggregation is below,

*{*

*"query": {*

*"aggregation": {*

*"function": "<AGGREGATION FUNTION>",*

*"field": "<FIELD NAME>",*

*"grouping": "<FIELD NAME>",*

*"having": {*

*"aggregation": {*

*"function": "<AGGREGATION FUNTION>",*

*"field": "<FIELD NAME>",*

*"filters": "<FIELD NAME>"*

*}*

*}*

*}*

*}*

*}*

* **COUNT**
* **COUNT\_D**
* **SUM**
* **AVG**
* **MIN**
* **MAX**

##### COUNT

Request to get the record count, note that is doesn’t matter which column if column contains in all the records.

*{*

*"query": {*

*"aggregation": {*

*"function": "count",*

*"field": "time"*

*}*

*}*

*}*

Response for the COUNT

*{*

*"result": {*

*"aggregation": {*

*"value": "39244"*

*}*

*}*

*}*

##### COUNT\_D

Request to get distinct Channels

*{*

*"query": {*

*"aggregation": {*

*"function": "count\_d",*

*"field": "channel"*

*}*

*}*

*}*

Response for distinct Channels

*{*

*"result": {*

*"aggregation": {*

*"value": "28"*

*}*

*}*

*}*

##### SUM

Request to get sum of added wikis.

*{*

*"query": {*

*"aggregation": {*

*"function": "sum",*

*"field": "added"*

*}*

*}*

*}*

Response for wiki addeds

*{*

*"result": {*

*"aggregation": {*

*"value": "1892"*

*}*

*}*

*}*

##### AVG

Request to get average wiki deletes

*{*

*"query": {*

*"aggregation": {*

*"function": "avg",*

*"field": "deleted"*

*}*

*}*

*}*

Response for average wiki deletes

*{*

*"result": {*

*"aggregation": {*

*"value": "512"*

*}*

*}*

*}*

##### MIN

Request to get minimum wiki added count

*{*

*"query": {*

*"aggregation": {*

*"function": "min",*

*"field": "added"*

*}*

*}*

*}*

Response for minimum wiki added

*{*

*"result": {*

*"aggregation": {*

*"value": "0"*

*}*

*}*

*}*

##### MAX

Request to get maximum wiki deletes

*{*

*"query": {*

*"aggregation": {*

*"function": "max",*

*"field": "* *deleted"*

*}*

*}*

*}*

Response for maximum wiki deletes

*{*

*"result": {*

*"aggregation": {*

*"value": "278"*

*}*

*}*

*}*

#### FILTER

Current filter method supports basic boolean algebra expressions and comparison operators such as AND, &, OR, ||, =, >, <, >=, <=, !=. Filters can be nested inside filters to make complex filtering criteria.

The basic filter syntax.

*{*

*"query": {*

*"filters": {*

*"filter": {*

*"field": "<FIELD NAME>",*

*"operator": "<OPERATOR>",*

*"filter\_value": "<FILTER VALUE>",*

*"condition": "<CONDITION>",*

*"filter": {…}*

*}*

*}*

*}*

*}*

*Basic syntax to get anonymous edits from Wikipedia.*

{

"query": {

"filters": {

"filter": {

"field": "isAnonymous",

"operator": "=",

"filter\_value": "true"

}

}

}

}

*Basic syntax to filter country name null records.*

{

"query": {

"filters": {

"filter": {

"field": " countryName",

"operator": "!=",

"filter\_value": "null"

}

}

}

}

*Combined filters to get anonymous edits done by adults.*

{

"query": {

"filters": {

"filter": {

"field": "isAnonymous",

"operator": "=",

"filter\_value": "true",

"condition": "and",

"filter": {

"field": "isMinor",

"operator": "=",

"filter\_value": "false"

}

}

}

}

}

#### OPTIONS

##### SORT

*Basic syntax to get Wikipedia results sorted by time in ascending order.*

*{*

*"query": {*

*"options": {*

*"sort": {*

*"fields": ["time"],*

*"order": "ASC"*

*}*

*}*

*}*

*}*

##### PAGE

*{*

*query": {*

*"options": {*

*"page": {*

*"page size": "10",*

*"page\_num": "1"*

*}*

*}*

*}*

*}*

##### STAT

*{*

*"query": {*

*"options": {*

*"stat": "TRUE"*

*}*

*}*

*}*

Simple STAT request for MAX query.

*{*

*"query": {*

*"aggregation": {*

*"function": "max",*

*"field": “deleted"*

*},*

*"options": {*

*"stat": "TRUE"*

*}*

*}*

*}*

Sample STAT response for MAX query.

*{*

*"result": {*

*"stat": {*

*“aggregation": {*

*“FUNCTION ": "MAX",*

*"Field": “deleted ",*

*"value": "278"*

*},*

*"record\_count": "39244",*

*"time": "10"*

*}*

*}*

*}*

### CUSTOM

*{*

*"custom": {*

*"type": "mssql",*

*"value": "select top 10 countryName from wikiticker;"*

*}*

*}*